**Preprocessing with sklearn: a complete and comprehensive guide**

For aspiring data scientist it might sometimes be difficult to find their way through the forest of **preprocessing techniques**. *Sklearn*its **preprocessing library** forms a solid foundation to guide you through this important task in the data science pipeline. Although *Sklearn*a has pretty solid documentation, it often misses streamline and intuition between different concepts.
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This article intends to be a complete guide on preprocessing with **sklearn v0.20.0**. It includes *all*utility functions and transformer classes available in sklearn, supplemented with some useful functions from other common libraries. On top of that, the article is structured in a **logical order** representing the order in which one should execute the transformations discussed.

The following subjects will be handled:

* Missing values
* Polynomial features
* Categorical features
* Numerical features
* Custom transformations
* Feature scaling
* Normalization

Note that step three and four can be performed interchangeable, since these transformations should be executed independently of each other.

**Missing values**

Handling missing values is an essential preprocessing task that can drastically deteriorate your model when not done with sufficient care. A few questions should come up when handling missing values:

*Do I have missing values? How are they expressed in the data? Should I withhold samples with missing values? Or should I replace them? If so, which values should they be replaced with?*

Before starting handling missing values it is important to **identify the missing values** and know with which value they are replaced. You should be able to find this out by combining the metadata information with exploratory analysis.

Once you know a bit more about the missing data you have to decide whether or not you want to keep entries with missing data. According to Chris Albon (*Machine Learning with Python Cookbook*), this decision should partially depend on **how random missing values are**.

If they are completely at random, they don’t give any extra information and can be omitted. On the other hand, if they’re not at random, the fact that a value is missing is itself information and can be expressed as an extra binary feature.

Also keep in mind that deleting a whole observation because it has one missing value, might be a poor decision and lead to information loss. Just like keeping a whole row of missing values because it has a meaningful missing value might not be your best move.

Let’s materialize this theory with some coding examples using sklearn’s *MissingIndicator*. To give our code some meaning, we’ll create a very small data set with three features and five samples. The data contains obvious missing values expressed as *not-a-number*or*999*.

import numpy as np  
import pandas as pdX = pd.DataFrame(  
 np.array([5,7,8, np.NaN, np.NaN, np.NaN, -5,  
 0,25,999,1,-1, np.NaN, 0, np.NaN])\  
 .reshape((5,3)))X.columns = ['f1', 'f2', 'f3'] #feature 1, feature 2, feature 3
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Data set with three features and five samples

Take a quick look at the data so you know where the missing values are situated. Rows or columns with to many non-meaningful missing values can be deleted from you data with pandas’ *dropna*function. Let take a look at the most important parameters:

* *axis*: 0 for rows, 1 for columns
* *tresh*: the number of non-NaN’s not to drop a row or column
* inplace: update the frame

We update our dataset by deleting all the rows (*axis*=0) with *only*missing values. Note that in this case instead of setting *tresh*to 1, you can also set the *how*parameter to *‘all’*. As a result our second sample is dropped, since it only consist of missing values. Note that we reset the index and drop the old index column for future convenience.

X.dropna(axis=0, thresh=1, inplace=True)X.reset\_index(inplace=True)X.drop(['index'], axis=1, inplace=True)

Let’s also create some extra boolean features that tell us if a sample has a missing value for a certain feature. Start by importing the *MissingIndicator* from *sklearn.impute* (note that **version 0.20.0** is required (update with ‘*conda update scikit-learn*’)).

Unfortunately, the *MissingIndicator*does not support multiple types of missing values ([see this question on Stackoverflow](https://stackoverflow.com/questions/53002403/sklearn-impute-missingindicator-valueerror-input-contains-nan-infinity-or-a-va)). Hence why we have to convert the *999*values in our dataframe to *NaN*’s. Next, we create, fit and transform a MissingIndicator object that will detect all *NaN’s*in our data.

From this indicator, we can create a new dataframe with boolean values indicating if an instance has a missing value for a certain feature. But why do we only have two new columns while we had three original features? After the deletion of our second sample, *f2*did not have missing values anymore. If the *MissingIndicator*does not detect any missing values in a feature, it does not create a new feature from this feature.

We will add this new features later to our original data, for now we can store them in the *indicator*variable.

from sklearn.impute import MissingIndicatorX.replace({999.0 : np.NaN}, inplace=True)indicator = MissingIndicator(missing\_values=np.NaN)indicator = indicator.fit\_transform(X)indicator = pd.DataFrame(indicator, columns=['m1', 'm3'])

After deciding to keep (some of) your missing values and creating missing value indicators, the next question is if you should replace the missing values. Most learning algorithms perform poorly when missing values are expressed as *not a number* (*np.NaN*) and need some form of missing value imputation. Be aware that some libraries and algorithms, such as *XGBoost*, *can*handle missing values and impute these values automatically by learning.

**Imputing values**

For filling up missing values with common strategies, sklearn provides a *SimpleImputer*. The four main strategies are *mean*, *most\_frequent*, *median*and *constant*(don’t forget to set the *fill\_value*parameter**)**. In the example below we impute missing values for our dataframe X with the feature’s mean.

from sklearn.impute import SimpleImputerimp = SimpleImputer(missing\_values=np.nan, strategy='mean')imp.fit\_transform(X)

Note that the values returned are put into an *Numpy*array and we lose all the meta-information. Since all these strategies can be mimicked in *pandas*, we are going to use pandas *fillna*method to impute missing values. For ‘*mean*’ we can use the following code. This *pandas*implementation also provides options to fill forward (*ffill*) or fill backward (*bfill*), which are convenient when working with time series.

X.fillna(X.mean(), inplace=True)

Other popular ways to impute missing data are **clustering the data with the k-nearest neighbor** (KNN) **algorithm**or **interpolating**the values using a wide range of interpolation methods. Both techniques are not implemented in *sklearn*’s preprocessing library and won’t be discussed here.

**Polynomial features**

Creating polynomial features is a simple and common way of feature engineering that adds complexity to numeric input data by combining features.

Polynomial features are often created **when we want to include the notion that there exists a nonlinear relationship between the features and the target**.They are mostly used to add complexity to linear models with little features, or when we suspect the effect of one feature is dependent on another feature.

Before handling missing values, you need to decide if you want to use polynomial features or not. If you for example replace all the missing values by 0, all the cross-products using this feature will be 0. Moreover, if you don’t replace missing values (*NaN*), creating polynomial features will raise a value error in the *fit\_transform*phase, since the input should be finite.

In this respect, replacing missing values by the median or the mean seems to be a reasonable choice. Since I’m not completely sure about this, and can’t find any consistent information, [I asked this question on the data science StackExchange](https://datascience.stackexchange.com/questions/40003/handling-missing-values-to-optimize-polynomial-features).

*Sklearn*provides a *PolynomialFeatures*class to create polynomial features from scratch. The *degree*parameter determines the maximum degree of the polynomial. For example, when *degree*is set to two and X=x1, x2, the features created will be 1, x1, x2, x1², x1x2 and x2². The *interaction\_only*parameter let the function know we only want the interaction features, i.e. 1, x1, x2 and x1x2.

Here, we create polynomial features to the third degree and only interaction feature. As a result we get four new features: *f1.f2*, *f1.f3*, *f2.f3*and *f1.f2.f3*. Note that our original features are also included in the output and we slice off the new features to add to our data later.

from sklearn.preprocessing import PolynomialFeaturespoly = PolynomialFeatures(degree=3, interaction\_only=True)polynomials = pd.DataFrame(poly\  
 .fit\_transform(X),   
 columns=['0','1','2','3',   
 'p1', 'p2', 'p3', 'p4'])\  
 [['p1', 'p2', 'p3', 'p4']]

Just as with any other form of feature engineering, it is important to create polynomial features *before*doing any feature scaling.

Now, let’s concatenate our new missing indicator features and polynomial features to our data with pandas *concat*method.

X = pd.concat([X, indicator, polynomials], axis=1)
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Dataframe with original features (f), missing value indicators (m) and polynomial features (p)

**Categorical features**

Munging categorical data is another essential process during data preprocessing. Unfortunately, *sklearn’s*machine learning library does not support handling categorical data. Even for tree-based models, it is necessary to **convert categorical features to a numerical representation**.

Before you start transforming your data, it is important to figure out if the feature you’re working on is ordinal (as opposed to nominal). **An ordinal feature** is best described as **a feature with natural, ordered categories and the distances between the categories is not known**.

Once you know what type of categorical data you’re working on, you can pick a suiting transformation tool. In sklearn that will be a *OrdinalEncoder*for ordinal data, and a *OneHotEncoder*for nominal data.

Let’s consider a simple example to demonstrate how both classes are working. Create a dataframe with five entries and three features: *sex*, *blood type* and *education level*.

X = pd.DataFrame(  
 np.array(['M', 'O-', 'medium',  
 'M', 'O-', 'high',  
 'F', 'O+', 'high',  
 'F', 'AB', 'low',  
 'F', 'B+', np.NaN])  
 .reshape((5,3)))X.columns = ['sex', 'blood\_type', 'edu\_level']

Looking at the dataframe, you should notice education level is the only ordinal feature (it can be ordered and the distance between the categories is not known). We’ll start with encoding this feature with the *OrdinalEncoder*class. Import the class and create a new instance. Then update the education level feature by fitting and transforming the feature to the encoder. The result should look as below.

from sklearn.preprocessing import OrdinalEncoderencoder = OrdinalEncoder()X.edu\_level = encoder.fit\_transform(X.edu\_level.values.reshape(-1, 1))
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Notice that we have a rather annoying issue here: **our missing value is encoded as a separate class (3.0)**. Looking thoroughly at the documentation reveals that there is no solution for this issue yet. A good sign is that the *sklearn*developers are [discussing the possibilities of implementing a suiting solution](https://github.com/scikit-learn/scikit-learn/issues/11996).

Another problem is that **the order of our data is not respected**. This can luckily be solved by passing an ordered list of unique values for the feature to the *categories*parameter.

encoder = OrdinalEncoder(categories=['low', 'medium', 'high'])

To resolve the first issue, we have to turn to pandas. The *factorize*method provides an alternative that can handle missing values and respects the order of our values. The first step is to convert the feature to an ordered pandas *Categorical*. Pass on a list of *categories*(including a category for missing values) and set the *ordered*parameter to *True*.

cat = pd.Categorical(X.edu\_level,   
 categories=['missing', 'low',   
 'medium', 'high'],   
 ordered=True)

Replace the missing values by the *missing*category.

cat.fillna('missing')

Then, factorize the *Categorical*with the sort parameter set to *True*and assign the output to the *education level* feature.

labels, unique = pd.factorize(cat, sort=True)X.edu\_level = labels

The results are more satisfying this time as the data is numerical, still ordered and the missing values are replaced by 0. Note that replacing missing values with the smallest value might not always be the best choice. Other options are to **put it in the most common category or to put it in the category of the value in the middle when the feature is sorted**.
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Let’s turn to the other two, nominal features now. Remember that we can’t replace these features by a number since this would imply the features have an order, which is untrue in case of sex or blood type.

The most popular way to encode nominal features is **one-hot-encoding**. Essentially, **each categorical feature with *n* categories is transformed into *n* binary features**.

Let’s take a look at our example to make things clear. Start with importing the *OneHotEncoder*class and creating a new instance with the output data type set to integer. This doesn’t change anything to how our data will be interpreted, but will improve the readability of our output.

Then, fit and transform our two nominal categoricals. The output of this transformation will be a sparse matrix, this means we’ll have to transform the matrix into an array (*.toarray()*) before we can pour it into a dataframe. You can omit this step by setting the *sparse* parameter to *False*when initiating a new class instance. Assign column names and the output is ready to be added to the other data (*edu\_level*feature).

from sklearn.preprocessing import OneHotEncoderonehot = OneHotEncoder(dtype=np.int, sparse=True)nominals = pd.DataFrame(  
 onehot.fit\_transform(X[['sex', 'blood\_type']])\  
 .toarray(),  
 columns=['F', 'M', 'AB', 'B+','O+', 'O-'])nominals['edu\_level'] = X.edu\_level

Compare the output (*nominals*) to our original data to make sure everything came through the right way.
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Encoded data versus original data

Since there were no missing values in our data, it is important to have a word on how to handle missing values with the *OneHotEncoder*. A missing value can easily be handled as an extra feature. Note that to do this, you need to replace the missing value by an arbitrary value first (e.g. *‘missing’*) If you, on the other hand, want to ignore the missing value and create an instance with all zeros (*False*), you can just set the *handle\_unkown*parameter of the *OneHotEncoder*to *ignore*.

**Numerical features**

Just like categorical data can be encoded, numerical features can be ‘decoded’ into categorical features. The two most common ways to do this are **discretization**and **binarization**.

**Discretization**

Discretization, also known as quantization or binning, **divides a continuous feature into a pre-specified number of categories** (bins), and thus makes the data discrete.

One of the main goals of a discretization is to significantly **reduce the number of discrete intervals of a continuous attribute**. Hence, why this transformation can increase the performance of tree based models.

*Sklearn*provides a *KBinsDiscretizer*class that can take care of this. The only thing you have to specify are the number of bins (*n\_bins*) for each feature and how to encode these bins (*ordinal*, *onehot*or *onehot-dense*). The optional *strategy*parameter can be set to three values:

* *uniform*, where all bins in each feature have identical widths.
* *quantile (*default), where all bins in each feature have the same number of points.
* *kmeans*, where all values in each bin have the same nearest center of a 1D k-means cluster.

It is important to pick the strategy parameter with care. Using the uniform strategy for example, is very sensitive for outliers and can make you end up with bins with just a few data points, i.e. the outliers.

Let’s turn to our example for some clarifications. Import the *KBinsDiscretizer*class and create a new instance with three bins, ordinal encoding and a uniform strategy (all bins have the same width). Then, fit and transform all our original, missing indicator and polynomial data.

from sklearn.preprocessing import KBinsDiscretizerdisc = KBinsDiscretizer(n\_bins=3, encode='uniform',   
 strategy='uniform')disc.fit\_transform(X)

If the output doesn’t make sense to you, invoke the *bin\_edges\_*attribute on the discretizer (*disc*) and take a look at how the bins are divided. Then try another strategy and see how the bin edges change accordingly.
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Discretized output

**Binarization**

Feature binarization is **the process of tresholding numerical features to get boolean values**. Or in other words, assign a boolean value (*True*or *False*) to each sample based on a threshold. Note that binarization is an extreme form of two-bin discretization.

In general binarization is useful as a **feature engineering technique for creating new features that indicate something meaningful**. Just like the above-mentioned *MissingIndicator*is used to mark meaningful missing values.

The *Binarizer*class in sklearn implements binarization in a very intuitive way. The only parameters you need to specify are the *threshold*and *copy*. All values below or equal to the threshold are replaced by 0, above it by 1. If copy is set to *False*, inplace binarization is performed, otherwise a copy is made.

Consider *feature 3* (*f3*) of our example and let’s create an extra binary feature with *True*for positive values and *False*for negative values. Import the *Binarizer*class, create a new instance with the threshold set to zero and copy to *True*. Then, fit and transform the binarizer to *feature 3.*The output is a new array with boolean values.

from sklearn.preprocessing import Binarizerbinarizer = Binarizer(threshold=0, copy=True)binarizer.fit\_transform(X.f3.values.reshape(-1, 1))

**Custom transformers**

If you want to convert an existing function into a transformer to assist in data cleaning or processing, you can implement a transformer from an arbitrary function with *FunctionTransformer*. This class can be useful if you’re working with a *Pipeline*in *sklearn*, but can easily be replaced by applying a lambda function to the feature you want to transform (as showed below).

from sklearn.preprocessing import FunctionTransformertransformer = FunctionTransformer(np.log1p, validate=True)transformer.fit\_transform(X.f2.values.reshape(-1, 1)) #same outputX.f2.apply(lambda x : np.log1p(x)) #same output

**Feature scaling**

The next logical step in our preprocessing pipeline is to scale our features. Before applying any scaling transformations it is very important to **split your data into a train set and a test set**. If you start scaling before, your training (and test) data might end up scaled around a mean value (see below) that is not actually the mean of the train or test data, and go past the whole reason why you’re scaling in the first place.

**Standardization**

Standardization is a transformation that **centers the data by removing the mean value of each feature and then scale it by dividing (non-constant) features by their standard deviation**. After standardizing data the mean will be zero and the standard deviation one.

Standardization can drastically improve the performance of models. For instance, many elements used in the objective function of a learning algorithm (such as the RBF kernel of Support Vector Machines or the l1 and l2 regularizers of linear models) assume that all features are centered around zero and have variance in the same order. If a feature has a variance that is orders of magnitude larger than others, it might dominate the objective function and make the estimator unable to learn from other features correctly as expected.

Depending on your needs and data, sklearn provides a bunch of scalers: *StandardScaler*, *MinMaxScaler*, *MaxAbsScaler*and *RobustScaler*.

**Standard Scaler**

*Sklearn*its main scaler, the *StandardScaler*, uses a strict definition of standardization to standardize data. It **purely centers the data** by using the following formula, where *u* is the mean and *s*is the standard deviation.

x\_scaled = (x — u) / s

Let’s take a look at our example to see this in practice. Before we start coding, we should remember that the value of our fourth instance was missing, and we replaced it by the mean. If we input the mean in the above formula, the result after standardizing should be zero. Let’s test this.

Import the *StandardScaler*class and create a new instance. Note that for sparse matrices you can set the *with\_mean*parameter to *False*in order not to center the values around zero. Then, fit and transform the scaler to *feature 3*.

from sklearn.preprocessing import StandardScalerscaler = StandardScaler()scaler.fit\_transform(X.f3.values.reshape(-1, 1))

As anticipated, the value of the fourth instance is zero.
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Ouput of standard scaling feature 3

**MinMax Scaler**

The *MinMaxScaler*transforms features by **scaling each feature to a given range**. This range can be set by specifying the *feature\_range*parameter (default at *(0,1)*). This scaler works better for cases where the distribution is not Gaussian or the standard deviation is very small. However, it is **sensitive to outliers**, so if there are outliers in the data, you might want to consider another scaler.

x\_scaled = (x-min(x)) / (max(x)–min(x))

Importing and using the *MinMaxScaler*works — just as all the following scalers — in exactly the same way as the *StandardScaler*. The only difference sits in the parameters on initiation of a new instance.

Here we scale *feature 3* (*f3*) to a scale between -3 and 3. As expected our maximum value (*25*) is transformed to 3 and our minimum value (-*1*) is transformed to -3. All the other values are linearly scaled between these values.

from sklearn.preprocessing import MinMaxScalerscaler = MinMaxScaler(feature\_range=(-3,3))scaler.fit\_transform(X.f3.values.reshape(-1, 1))

![https://miro.medium.com/max/218/1*f79W5Qa_xbmkJ9DjuN95OQ.png](data:image/png;base64,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)

Feature 3 before and after applying the MinMaxScaler

**MaxAbs Scaler**

The *MaxAbsScaler*works very similarly to the *MinMaxScaler*but automatically scales the data to a *[-1,1]* range based on the **absolute maximum**. This scaler is meant for**data that is already centered at zero or sparse data**. It does not shift/center the data, and thus does not destroy any sparsity.

x\_scaled = x / max(abs(x))

Let’s once again tackle *feature 3* by transforming it using the *MaxAbsScaler* and compare the output with the original data.

from sklearn.preprocessing import MaxAbsScalerscaler = MaxAbsScaler()scaler.fit\_transform(X.f3.values.reshape(-1, 1))

![https://miro.medium.com/max/319/1*Z6w7AIsC4qO6o2B3ncKPfg.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAT8AAACeCAIAAADL85oDAAAQ/ElEQVR42uydzUsj2d7HTw29mv4DOkGljQyzaQRxMW0FhuEGZu1MhQSsMAtxKZcLItJgVCYm0DTiw+XBZeOiSYSEVLfrC5Hm8qTifUCEpjdNY9J0xPQfkNnWpU69nXozL1apid/PylSdHJNKfeuc8zvnfH+PFEUhAIAR5DtcAgCgXgAA1AsAgHoBgHoBAFAvAADqtdMppTmN5FGHELnAsS8BgHrvLe1atUJIrq4oSnWJlNLxrHFGEqMQMIB67yuNAjeVkQgh23GOS5b+nyo5VbxSFEXOqwL+3MQvDcaPR2P4naJiVRHZA/lfefzSYPzgxmSlZKPA8Vm157xlCVXe5eLbJC8rmwv4oQF6ziMFv6UoSp3wHJcuYeALoN4RoHOUZELNsViKkEq11sZvDaDee0/k56RAiCS+ls1YNJmPTeK3BlDv/WcykUwRQrJxjtNj0bkEwlYA6h2N1lcsXxVTxit7KAuAsYHD7nwA0PYCAKBeAADUCwDUCwCAegEAUC8AUC8AAOoFANwivff3chw3xt8fi1XAOKu32+3iMgGAnjMAAOoFAOrFJQAA6gUAQL0AAKgXAKgXADCm6j19+djg1alnif+8MgqI5Uvz6LfyH8bhl6e3URgAqJflW1lM7O7UuioXh+eJP8rfHCUuy+Lfzg8/0RInc8s/6go/fTmz/Mx438eEqL0vvMIAjBe9fa3++uuvng1vgtS6L57rcvqx9Y/uxnO/AmqrONP6e3djoiz++O63T6X0hNGE/u/0xZt0K7TCT7w+/Pfffz/uP7Fc4PZiX6siPHHR9rqZnlkku++1Ru/b/707Fqan7W3zl49kccY89uTpM/Jn7ZRcto7J3NMJ4/DE9KL07v1leIUf5u/bKaXj2dy6XbpWelRnlomGdQaJFwd5PpoU5NFS75N0qXtCEnSMOXPxj65XKzc3/cSmdg1W5xNP58Iv/OBuq91ohhSvvAxx87KiUhYjrjN1eqa6FOnrf7RLSfPW3ZUHvNedb9HyYIza44PfpFdMS1g5Ym3v6cvHatdUG2XO/NM3cAVumXZpb5vk18RImP8iOZUhpSt689bz2/E+BGzc68ZbLJU2ClFxXnt2KF+LRIwWGvgVw1Xv6ftdsvN3vb19kv6fQ+HPf7qiROct60jr4lj/S2q1rMjWl/PwCz+shvcwI6WKKwuh/4sDvZXmN+U82d4rDZAyik/kmOzKC5uKsqn3E2hCjOy/ZEg03La3Z8/66TNyfNFih8E7iefqcJScfzGHo5etY+G3XybCK3zb7V7Sayyk9gzVoabZe0wa97p6pNBguo5sI+ZZGx2jsq0Tfa9ZYaf5gQi/JyJhDqrt/0Iu8FlCpGZ7wN4BsisPjdKLbi9qW4QIh3rP+XCREH32yOLT4SJZNOZ1dswC6hu3jHkdgSxqdYRX2AslFOp5LXO/Cs3JYry8KgnauLz4lZbLmafq+pgpV9f6jYI5NPWtjf6dqyvMKaF0ZX0GqwbXx/M7pY7c8vX+v6ZZDx3y5WX1CPMZrnujHqDwK2y7AiPCYFcvAAJQr64WHUNL3ZoqphOjhCotRwFdWjpbjOTDK3xL6rWhKtamXl269t+b3tC+UvSuzXa7qLc7c+tcd/cHq172gdKnehXF69HmlLfHcajXxqNAGvDnL7rdF85jG6wpx08b3e6GR7j6TTf9xnU4vMK3F+zl4tvM61SSecGkI1VHetYJ4YeY8WdELCtiz9oWVoqp6N7RSnUpog5Bc/WqWWYyNh/6t4zFUiTDR9UHwQL79frvrUfE/WJ1qlpri8ycllzg4tlU8aocZrwN417gPRw8Ssa3rWew0VsOo7ZI4ndBelvrELm2LRSXeYe0zpqhTrpEYrNqC2kFxhq1LMknBoqTtZuSLbsypAv13qdpm1VRCq+2yNJ6vpJZTe+5lmSo0qLCDhF+uShUMqv6lI9c4LNCaYV5hOjBOf+JHxrosrIrj6N0tYijY1UM1HtvURWl5f7mOG6quX6zSfxetfErJUGqEHvDa0nrdahTppNilU7M0g8XPytd9V7jYYufx4msmNmVO0d7WUJIJRNlVnOM/JSvNoQJ54cIYJ3zSDMG65w7R8no26Rne6UOmD+4mzK1iSOysunu4jYKHE/q5qQrGAifq6f+QCIphrDUHG3vyN8x6p2x793V5LeuiiQT3cWahztEfi1KJJVMTKLnDJgnutqz5M+ufahHxHI977X+Kct77VKgZ+LYpTCgPvW1N3zW3ffhuHg2V1fCGcmj5/w97j4woqDtBWBU4ZDIBwC0vQAAqBcAAPWCwYAzzjCMsjMOGC8GdMYJeTHgKDDKzjjgAdMppTlujSRzuBToOYPR0u7RavX3K6UsxnAt7oJHuARgaCJL1Squwsi0vcwGESaqQbtP1w/crXBIklm1x7yRXYsbXmEAHqh6qf3nvGG2NG8adrZrVcKamLh2qLRLSf5Mt4OR5zNTurzl3Whmtq47pHwwnEHDKwzAmDGcP5P+UvNhkvOMIZOX/VHO6diUlzXjJbvDE608vMIgPGcmxl4PV+/2+G6gQQ67VaL5WTd56DTPhA97/t1m6hvKODbFZqlPr8MSZTImVKq1dniF8aAGD3zcy3SG9wwjpeZnSSJJwzPxLO417mWdymI/GM5MqZgVq2Rc1MIrDG6Xns44D4B754yj57840LaV8ltWOpzI0kExld3DOPOBYIQM49umo02yhG4OS5jOON8NK10/ByPqM+iCNTc0u9yk0mxa1TbPwi8MAmZh0zUWY60C9EVImwsP+RrxK9TEO3b33hqNAkfDzox09RQe7CjX7uhLzQ3NXDW0QP5XXh2OkjMra0a7KaWSicnwCkNq4G6GD+E54wwQc/az52fjjY64NPNGIwjMxOWYiDGTOiC8wqCvqKkOLpoySE4JA1vMua4tIM3V7ywTivOjsBhCZU6Zn96ebsO6LZi5HC0RBnF9w/AKAzBGwFsDgFEFuxQAgHoBAFAvAADqBQMCZ5xhgDMOuC8M6IzDZhXrdzMmc7t7LiHU6yyMyN5OOOOAUcRYeKfPEW7H+xAwTfNpzsaTTNQp4E5pLUNSAq4u1AvC7DIeZqRU8UBvpflNOU+8cibZpHm0lyX5up71MyLuO9OUdo5WM6R4sIatJVAvCBG6Q/P3RMRsVPksIVLzWvU2P0tMum21mZXYxeo0vXh+DYnz+6K3rxWykAE/JTYrZH6NCq1R4PhsXq7n+bgqxYXItYKPMb3uepHEM5+bhET0xjxXry4Q0sDlRdsLAmlkj5Kcbz57aiG2H7saZC+RvMtxU811RakuMXaUjUJ82+xUgyDaXgAiS1VlyX04FkuRDB/Ny4rC6Na+w8xZU2yWSGKUBrqsYtQgRe1452UF2oV6wW2Imu7lLq6Y0m3UsiRfv7YFpv4n8+vmdFS7Vq0Iyf0IabzOEkJ4js1gHeeyJFW8KmMYjJ4zCBp+uShUMqv6ug618RRKK0zj6eGME1laz5NsXJ9YolGr3Lo46drob+73HHXp3jtnHAA0JsXq1yIRo5o9zpmv44pN8pvazLAKNe4d74FumM44vXcIIub8gGgUOJ7U3Y7c4AZXr3OUjIqk+JX1DELbC8AIEKIzTpDq/VYWH7889T73n1ePdcTyJfOOP4zD7BvDKwx6k41jl8KA+tSXbfNZ54lddUCRzdVDGr1/F6B0Z5aPvc9dlsW/nR9+6qqczC3/+ErT0+nLmeVnNXr04vBjQix/C7cw6AkTOhogf+9Dh9/0SQPEb9Fj4Q3se3rndHvy6XBRrWlnZ4uQrZr7fM12/OJQIDsn2rsWdeGp2tshwuFFmIU9gTcSGF2CaXt/O+l2uxu/+LTKXz6SxZlp4+WTp8/In7VTctk6JnNPJ4zDE9OL0rv3l+EVRhMBxo0g1DuRTv/Uo8jc9BPz7+mZRf0vYXraquTpXPiFAYB6AQA3oVNKB5DeaRj1nr587BXmvY7zlhU3al0YwS2p1bIiW1/Owy8MegBnnGHwd8ZhrqfdtyAiruWz/E1zPg2j3ucvzKBPKT3Rs7g6HD2+aLHD4J3Ec3U4Ss6/mOK/bB0Lv/0yEV5h3GR9cgvOOOxNb7uD2c1M7scHnYDxtI9i9OP4DMzHc1Q4UG1MYesDGp/c3xnHiOF7ZDJY2LwqETNf/N3FnL1jy46gtBEEPtkhZKfmLH9xKJBFLTAcXmHEnAPPH02T4wimM84gmStoAh3BmSfd/O/OtDv+lVPNuBP06Hl5bBk2blSbq2bXhfK/evY08baPcZOMM+Gpt6aK6YSZttFh5nKotHRY2YdXGOoNVL3OlPnq2z3V4vOP2DRULoEUU9Yd73P3uxLu+GXP6ktL19bWj+oGVq/PU6BvgtwhqPaomVcb7KufNrrdDXenOv2mm37jOhxeYRBo6MXLGYc024RM9uoz81mhdMWTWp997No2ycteax789yR2/l2VUsmDyWBqs9WsWXMFsZol8nNSINVmm/CTiDmDW4U648QMZxwuTmS1UWIzKvve/ZaXnd9wulat0HyuegZmIUY8Btid5hlJxQgzWjYDuc3PEpmNNXddw9ShamPF/1qU7Bshb8BkbL6XExjUC8Kd/BjAGaddWhVJcf/6db9yYSojpZh9/0TK7JMDs+O6HbdCUJXMnnlGtgdyt+O1X80+KhsiGqo2puFdD3QZac/nHdQLAicWS5EsH22u2fbQX+uMQ72aSwfX7pWjhs9OSw2BETy/UhKktzX9lmeb8YWVYkqq/tsQQ65uPlA0V4Ba4wa10c9fextcw9vXFYN6QShQZ5yU0xknsdCjPyzpu/k5biojESkzxc7ZeEnX1b1Ue8X6J5gnlWbT3pnXHy0/COQD06ipHebhazO+4OtMRUj+HFzDq3XjJ+/BjNEogjBzsDNG9kisnlTeN4rrDAvT8mwQm43Nmsdtk0lXxZT1T+0hXFsAmQ2PD1WbMww+0NW7Lubs9X1vdZcCeKAM44xzfSxXHXlGXe6zkaVqfdY4PpWZl80xdkQs1+eNxjwqzjPWFvzm1+IZr9cT/2C150PVRpM8VITicoC9ZtoPt4L2AwNnHDjjsD1DOOOEcvXkXS5OnA5e1DFn/iZXG20vAHcjdWp2daMH5SO0TsBONk49lYWbdYMfEjTSpv+dd7XGxhnbUudOaT+bl5Ub+tT17jkDAO4n6DkDAPUCAKBeAADUCwDUCwCAegEAd6teueBrR+Tj0+Ntd0Y3l7nfeMPCrBWY04IIgDFi8KXR2tJzbzsi71XXtoXg1tpx74XjQRRW+l9ZDsDIMph6NWs8IZdntobYtmVQCTnNhLw3WPjYDgVQODjfIADGKBPKD2qLV12OMYcYexSi7dh2bGimNkK/OpdzarZDrrSIARRmC7wWpbyMNfcA415C+CVPQxN2ezHdse1RwPLItbyCZhkPoXSpE2BhfTS+l7W5qwCAqNXASJmpWsLoA5/xhsy246uGh1B9NhPVNRlEYRLA5kkAHoJ6WZ+RTvODR9tr7YSaFNdzJPsvGjPO1c1dLPxyUahUa+2ACusmLIGamAAwduqNxVKsKV6z6dSMOhJ2e15GYvM226HgCl87VAZgjBgm1OWIAPecMfLOcGELVlsTQgEU7iscDcDDmjHym7+hEzMa3p5gbIImZkqWTsZqOBNqBFD4JhliALj/YHc+AIg5AwCgXgAA1AsA1AsAgHoBAFAvAFAvAADqBQBAvQAAqBcAqBcAAPUCAKBeAKBeAADUCwCAegEAUC8AUC8AAOoFAEC9AEC9AACoFwAA9QIAoF4AoF4AANQLAIB6AYB6AQBQLwAA6gUAQL0AjCP/DQAA//9xYq5cVyjk2QAAAABJRU5ErkJggg==)

Feature 3 before and after applying the MaxAbsScaler

**Robust Scaler**

If your data contains many **outliers**, scaling using the mean and standard deviation of the data is likely to not work very well. In these cases, you can use the *RobustScaler*. **It removes the median and scales the data according to the quantile range**. The exact formula of the *RobustScaler*is not specified by the documentation. If you want full details you can always check [the source code](https://github.com/scikit-learn/scikit-learn/blob/55bf5d9/sklearn/preprocessing/data.py#L1035).

By default, the scaler uses the Inter Quartile Range (IQR), which is the range between the 1st quartile and the 3rd quartile. The quantile range can be manually set by specifying the *quantile\_range*parameter when initiating a new instance of the *RobustScaler*. Here, we transform*feature 3*using an quantile range from *10%* till *90%*.

from sklearn.preprocessing import RobustScalerrobust = RobustScaler(quantile\_range = (0.1,0.9))robust.fit\_transform(X.f3.values.reshape(-1, 1))

**Normalization**

Normalization is the process of **scaling individual samples to have unit norm**. In basic terms you need to normalize data when the algorithm predicts based on the weighted relationships formed between data points. Scaling inputs to unit norms is a common operation for **text classification or clustering**.

*One of the key differences between scaling (e.g. standardizing) and normalizing, is that normalizing is a****row-wise operation****, while scaling is a column-wise operation.*

Although there are many other ways to normalize data, *sklearn*provides three norms (the value to which the individual values are compared):*l1*, *l2* and *max*. When creating a new instance of the *Normalizer*class you can specify the desired norm under the *norm*parameter.

Below, the formula’s for the available norms are discussed and implemented in Python code — where the result is a list of denominators for each sample in data set *X*.

**‘max’**
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The *max*norm uses the absolute maximum and does for samples what the *MaxAbsScaler*does for features.

x\_normalized = x / max(x)

norm\_max =   
list(**max**(list(abs(i) for i in X.iloc[r])) for r in range(len(X)))

**‘l1’**

The *l1* norm uses **the sum of all the values** as and thus gives equal penalty to all parameters, enforcing sparsity.

x\_normalized = x / sum(X)

norm\_l1 =   
list(**sum**(list(abs(i) for i in X.iloc[r])) for r in range(len(X)))

**‘l2’**

The l2 norm uses **the square root of the sum of all the squared values**. This creates smoothness and rotational invariance. Some models, like PCA, assume rotational invariance, and so *l2* will perform better.

x\_normalized = x / sqrt(sum((i\*\*2) for i in X))

norm\_l2 =   
list(math.sqrt(sum(list((i\*\*2) for i in X.iloc[r])))   
 for r in range(len(X)))

**— Please feel free to bring any inconsistencies or mistakes to my attention in the comments or by leaving a private note. —**